Creation of nodes:

Pseudocode:

Class named struct node

{

Make a variable named of type data of type int

Make a node type variable/pointer named \*next

};

Explanation:

As linked list consists of nodes, we need to declare a structure which defines a single node. Our structure should have at least one variable for data section and a pointer for the next node

Make a class named list

{

Private:

Create node type two variables \*head, \*tail

public:

calling the default constructor i.e list()

{

Put head=NULL;

Put tail=NULL;

}

};

Explanation:

Now, we need a class which will contain the functions to handle the nodes. This class should have two important pointers, i.e. head and tail. The constructer will make them NULL to avoid any garbage value.

Put value in temp->data

Set temp-> next Null

If head is equal to null

{

Put head = temp

Put tail = temp

Put temp = null

}

Else

{

set tail-> next = temp

now put tail=temp

}

Explanation:

We need a pointer of a node type (which we defined) and we will insert the value in its data field. The next field of node would be declared as NULL as it would be the last node of linked list.

The creation of a new node at the end of linked list has 2 steps:

* Linking the newly created node with tail node. Means passing the address of a new node to the next pointer of a tail node.
* The tail pointer should always point to the last node. So we will make our tail pointer equal to a new node.
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Insert in the beginning:
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Pseudocode:

here temp is a new cell containing data 1

set temp -> data = 1

put temp -> next = head

now put head = temp

Explanation:

Insertion of a new node is quite simple. It is just a 2-step algorithm which is performed to insert a node at the start of a singly linked list.

New node should be connected to the first node, which means the head. This can be achieved by putting the address of the head in the next field of the new node.

New node should be considered as a head. It can be achieved by declaring head equals to a new node.

Insert in the end:

|  |
| --- |
| [https://1.bp.blogspot.com/-RqW5hhS4Gxw/VKr9Q50_W4I/AAAAAAAAAi0/oihIQcd1tsA/s1600/PSEUDOCODE%2BOF%2BINSERT%2BAT%2BEND%2B-.JPG](http://1.bp.blogspot.com/-RqW5hhS4Gxw/VKr9Q50_W4I/AAAAAAAAAi0/oihIQcd1tsA/s1600/PSEUDOCODE%2BOF%2BINSERT%2BAT%2BEND%2B-.JPG) |

here m is new cell containing data 9

|  |
| --- |
| [https://2.bp.blogspot.com/-01_YGzCfgIs/VKr9O0XdG_I/AAAAAAAAAiQ/4g6AdW8-TyA/s1600/Insert%2BAt%2BEnd-2%2B-.JPG](http://2.bp.blogspot.com/-01_YGzCfgIs/VKr9O0XdG_I/AAAAAAAAAiQ/4g6AdW8-TyA/s1600/Insert%2BAt%2BEnd-2%2B-.JPG) |

Pseudocode:

Loop until head-> next is not equal to null

set head = head-> next

put temp-> next = NULL

set temp->data = value

head->next = temp

Explanation:

The insertion of a node at the end of a linked list is the same as we have done in node creation function. If you noticed then, we inserted the newly created node at the end of the linked list. So this process is the same.

Insert at any position:

Pseudocode:

![Insert a new after a particular node in the linked list](data:image/png;base64,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)

|  |
| --- |
|  |
|  |
|  |

Set cursor node = head

Loop from 1 to pos-1

{

Set previous node = cursor node

Set cursor=cursor->next

}

Put the data in the temp node which is to be inserted

Set previous node->next=temp node

Set node temp ->next=cursor node

Explanation:

In this case, we don’t disturb the head and tail nodes. Rather, a new node is inserted between two consecutive nodes. We call one node as current and the other as previous, and the new node is placed between them.

Now the new node can be inserted between the previous and current node by just performing two steps:

* Pass the address of the new node in the next field of the previous node.
* Pass the address of the current node in the next field of the new node.

We will access these nodes by asking the user at what position he wants to insert the new node. Now, we will start a loop to reach those specific nodes. We initialized our current node by the head and move through the linked list. At the end, we would find two consecutive nodes.

Delete from the beginning:

|  |
| --- |
| [https://2.bp.blogspot.com/-XOzifldnxIs/VKr9Lp9mC2I/AAAAAAAAAhg/Nhl3GrleTXU/s1600/Delete%2Bfrom%2BBegaining%2B-.JPG](http://2.bp.blogspot.com/-XOzifldnxIs/VKr9Lp9mC2I/AAAAAAAAAhg/Nhl3GrleTXU/s1600/Delete%2Bfrom%2BBegaining%2B-.JPG) |

Pseudocode:

Set temp = head

Put head = head->next

Delete the temp

Explanation:

In this case, the first node of the linked list is deleted. The first node is called the head. So, we are going to delete the head node. The process of deletion includes:

* Declare a temp pointer and pass the address of the first node, i.e. head to this pointer.
* Declare the second node of the list as head as it will be the first node of linked list after deletion.
* Delete the temp node.

Delete from End:
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Pseudocode:

Set current node equal to head

Loop until current-> is not equal to null

{

Set previous node = current node;

Set node current = current->next;

}

set tail equal to previous node

set previous-> next equals null

delete current node

Explanation:

You need to access the last node and also need access to the second to the last node of the linked list as you will delete the last node and make the previous node as the tail of linked list.

This can be achieved by traversing the linked list. We would make two temporary pointers and let them move through the whole linked list. At the end, the previous node will point to the second to the last node and the current node will point to the last node, i.e. node to be deleted. We would delete this node and make the previous node as the tail.

Delete at any position:

Pseudocode:
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Loop from 1 to pos-2

put head = head->next

put temp = head->next

|  |
| --- |
| [https://1.bp.blogspot.com/-d8_owgpHkMs/VKr9M3OW0zI/AAAAAAAAAhs/6xRpnCj4tbs/s1600/Delete%2Bfrom%2BKth%2Bposition-2%2B-.JPG](http://1.bp.blogspot.com/-d8_owgpHkMs/VKr9M3OW0zI/AAAAAAAAAhs/6xRpnCj4tbs/s1600/Delete%2Bfrom%2BKth%2Bposition-2%2B-.JPG) |

head->next = temp->next

delete the temp

|  |
| --- |
| **[https://3.bp.blogspot.com/--D04EH1zBtk/VKr9R-ApJTI/AAAAAAAAAjM/-NCh2usEJy8/s1600/after%2Bdelete%2Bfrom%2BKth%2Bposition%2B-.JPG](http://3.bp.blogspot.com/--D04EH1zBtk/VKr9R-ApJTI/AAAAAAAAAjM/-NCh2usEJy8/s1600/after%2Bdelete%2Bfrom%2BKth%2Bposition%2B-.JPG)** |

Explanation:

In linked list, we can delete a specific node. The process of deletion is simple. Here we don’t use the head and tail nodes. We ask the user to input the position of the node to be deleted. After that, we just move two temporary pointers through the linked list until we reach our specific node. Now, we delete our current node and pass the address of the node after it to the previous pointer. This way, the current node is removed from the linked list and the link is established between its previous and next node.

Count the elements of the linked list:

We can use the same traversing technique to count the number of elements in a linked list. See the following count() function:

Pseudocode:

Set node \*cursor = head

make a node named cursor and equals it to head

Put a variable c = 0

Loop until cursor-> next is not equal to null

{

Increment c

Set cursor = cursor->next

}

Return value of c

Explanation:

First we make a node type pointer and put it equal to head. We also initialize a variable of int type to count. Make a loop which runs until the pointer -> next is not null and in that loop, increment the variable. At the end, return the value.

Display:

Pseudocode:

Put temp=head;

Loop until temp -> next is not equal to null

{

Print temp->data

Put temp=temp->next

}

Explanation:

Display function is very easy to implement. What we have to do is to declare a node type pointer and put it equal to head. Next we want a loop which runs till temp->next is not equal to null. In that loop we print the data present in that node and in the next step, we put the pointer equal to pointer-> next.